**Name:**

**Advanced Programming in C++**

**Lab Exercise 4/10/2023**

For each of the following problems, submit your fully documented source code and sample output and fill in the answer as appropriate.

1. A binder weighs 1 lb. 5 oz. (One pound is 16 ounces). An empty shipping carton weighs 1 lb. 9 oz. and can hold up to 12 binders. The shipping costs include $1.44 for each full or partial carton plus $0.96 per pound or fraction of a pound plus a $3.00 service charge. Write a function using the following prototype to calculate the shipping cost as well as a main to test the function:

double shippingCost(int numberBinders);

1. The population of Mexico in 1990 was 89.2 million. Write a program that calculates and prints out the year in which the population of Mexico will reach 200 million, assuming a constant growth rate of 2.3% per year. Hint: Use a while loop.
2. The function rand() returns a random integer in the range from 0 to RAND\_MAX(32767). Using this function, write a program that generates a “fortune cookie” message consisting of a “fortune” and five “lucky numbers”. First, use a switch statement to randomly choose and display one of the following four “fortunes:”

You will have a long and happy life,

Never use break and continue in the same loop, or

A C++ programmer will live a long and prosperous life

Include cstdlib when using rand().

Then use rand() in a for loop to display the “lucky numbers” (five unique random integers from 1 to 99). Don’t forget to initialize your random number generator.

1. Write a void function that takes two integers as arguments, passed by reference, and replaces them with their sum and difference, respectively. Hint: be careful not to overwrite a value before you have used it.
2. Each new term in the Fibonacci sequence is generated by adding the previous two terms. By starting with 1 and 2, the first 10 terms will be:

1, 2, 3, 5, 8, 13, 21, 34, 55, 89, ...

Find the sum of all the even-valued terms in the sequence which do not exceed four million.

Answer: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

1. A Pythagorean triplet is a set of three natural numbers, *a b c*, for which,

*a*2 + *b*2 = *c*2

For example, 32 + 42 = 52. There exists exactly one Pythagorean triplet for which *a* + *b* + *c* = 1000. For that value of a, b, and c, find the product *a\*b\*c*.

Answer: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

1. Zeller's congruence is an algorithm devised by Christian Zeller to calculate the day of the week for any Julian or Gregorian calendar date. It can be considered to be based on the conversion between Julian day and the calendar date.

For the Gregorian calendar, Zeller's congruence is

![h = \left(q + \left\lfloor\frac{13(m+1)}{5}\right\rfloor + K + \left\lfloor\frac{K}{4}\right\rfloor + \left\lfloor\frac{J}{4}\right\rfloor - 2J\right) \mod 7,](data:image/png;base64,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)

where

* *h* is the day of the week (0 = Saturday, 1 = Sunday, 2 = Monday, ..., 6 = Friday)
* *q* is the day of the month
* *m* is the month (3 = March, 4 = April, 5 = May, ..., 14 = February)
* *K* the year of the century (year % 100).
* *J* is the [zero-based](https://en.wikipedia.org/wiki/Zero-based) century (actually year / 100) For example, the zero-based centuries for 1995 and 2000 are 19 and 20 respectively (to not be confused with the common ordinal century enumeration which indicates 20th for both cases).

**NOTE**: In this algorithm January and February are counted as months 13 and 14 of the previous year. E.g. if it is 2 February 2010, the algorithm counts the date as the second day of the fourteenth month of 2009 (14/2/2009 in MM/DD/YYYY format)

**NOTE**: In C++ the mod operator is %